## Programming in Lisp

Lecture \#4
Kenneth W. Flynn
RPI CS

## Exam1

- Exam\#1 will be

A 9/22 6-8 pm(Location TBA)

- 9/25 4 -6 pm(LocationTBA)
- Students who cannot make the first exam time should email metoday. Only students who have notified me in advance will be permitted to take the examon 9/ 25 !


## Items FromLast Time

$\square$ When accessing merbers in a structure, the access function is of the form
$\Delta$ (destruct rectanglewidth length)
$\Delta$ (sedf $x$ (makerectangle))
$\Delta$ (rectanglewidth x )
$\Delta$ (rectanglelength x )
$\triangle$ INCORRECT: ( $x$-length)


## Control

$\square$ Iteration

- Conditionals
- MultipleValues
- A NoteOn Scope



## Do, a loop, a useful loop...

$\square$ Order
$\Delta$ Initial values are bound
$\Delta$ Loop condition is checked (if reached, return)

- Evaluate expressions
- Update variables
$\Delta$ Ched loop condition...



## Iteration Also

$\square$ dolist

- Iteratesthrough list items
$\square$ dotimes
$\Delta$ Your basic for loop
- If you understand do, you can follow these
- Refer to p. 88 of Grahamfor gory details..

```
MultipleValues
\square For functions that return multiple values, use
    (multiplevalues-bind)
\square By example
    \Delta (multiple-value-bind (x pos)
        (read-from-string "123") (format
        t "~%Read the number: ~A up to
        position: ~A~%" x pos))
    \Delta Read the number: 123 up to
        position: 3
```


## MultipleValues

```
For functions that return multiple values, use (multiplevaluesbind)
- By example
A > (multiple-value-bind (x pos) (read-from-string "123") (format t "~\%Read the number: ~A up to position: ~A~\%" x pos))
\(\Delta\) Read the number: 123 up to position: 3
```



## labels Example

$\bullet$ (defun silly (x)
(labels ((add1 (x) (+ 1 x))
(add2 (x) (+ 2 x)))
(add2 (add1 x))
)
)

## Optional Parameters

|optional
|optional
\bullet(defun add (x \&optional (y 0))
\bullet(defun add (x \&optional (y 0))
(+ x y)
(+ x y)
)
)
ADD
ADD
\bullet> (add 2)
\bullet> (add 2)
2
2
\bullet> (add 2 1)
\bullet> (add 2 1)
3
3
(BLANK . BLANK)
(BLANK . BLANK)
$\Delta>$ (our-cons :right 'Hello)
(BLANK . HELLO)
$\Delta>$ (our-cons 'Hello)
;; Error: Keyword without
-> (our-cons :left 'Hello :right 'World)
(HELLO . WORLD)


## Closure Example(Slam)

-> (let ((noise 'Slam)) (defun slam () noise)
)
SLAM
${ }^{\bullet}>$ (slam)
SLAM
-> (setf noise 'Ding)
DING

- $>$ (slam)
SLAM


## Rest Parameters

$\bullet+$ takes any number of arguments

- Wecan do this with \& rest
- Any values after therest token will be bound into a list, and that will bebound to the variable following the rest token
- Combining rest and keyword parameters does not do what seems intuitive


## That's It!

$\square$ Question \&Answer Time

- Homework \#1
- Exam\#1
- Exam\#1 will cover Chapters 2-6

