## Programming in Lisp

Lecture\#3
Kenneth W. Flynn
RPI CS


## New Syllabus

$\square$ Homework \#1 is now due9/ 18/98

- Homework \#2 is now due 10/ 2 / 98
$\square$ Homework \#3 is still due 10/ 18/ 98
$\square$ Days for particular topics have also changed, and may do so again as the course develops. The homework dates are firm
■Exam\#1 will be????


## Items FromLast Timell - Syntax

$\square$ or
$\Delta$ Evaluates arguments fromlef to right; returns first argument that is true If none aretrue, returns nil.
$\square$ and
A Evaluates arguments fromleft to right; retums nil if it encounters a falseargument, othewise returns value of last argument.
$\Delta$ (and 1 3) returns 3

## Items FromLast Time III

$\gg,<,>=,<=$
$\square$ Examples.
$\Delta$ (>31) asks is $3>1$ ?
$\Delta(>321)$ asks is $3>2>1$ ?
$\Delta(<123)$ asks is $1<2<3$
Similiar for others
$\square$ Graham 353 is incorrect. Try Stede, 293 for moreinfo and examples

## Items FromLast TimeIV

## Recursion

$\Delta$ Typically try basis casefirst. Preverts many cormon erors.
(quote13 (/ 10 )) returns 13. So quote is correct!

## Mapping Functions

All about mapcar
mapcar is used to apply a function to each element in oneor morelists
$\square$ mapcar's first argument is a function
$\square$ One by one, thenth arguments of each list are passed to the function

## Function Passing: \#'

- \# Sharp Quote
$\square$ All functions can be passed as parameters


## A \#+

$\Delta$ \#-

- \#list
$\Delta$ \#my-function
Used in many standard functions Generics..


## mapcar Examples

```
घ> (mapcar #'+ '(1 2) '(1 2))
    (2 4)
■> (mapcar #'(lambda (x y)
            (+ x y)
            )
        '(1 2)
        '(1 2)
        )
    (2 4)
```


## member

$\square$ (member object list) returns a cons begining with object if present
$\square$ merber takes several keyword arguments
Keyword arguments are of theform :keyword key-value
$\square$ :test equilvalancefunction
$\square$ :key function-to-beappliedfirst
$\square$ Order is irrelevant


## Sequences

$\square$ length
$\Delta$ (length '(1 23 )) returns 3
reverse
$\Delta$ (reverse'(1 2 3)) returns (3 21 )
$\square$ (sort list sort-function)
$\Delta$ (sort '(3 12 ) \# $>$ ) returns (3 21 )


## member Examples II

```
|> (member '(1 2)
    '((2 3) (1 2)))
    NIL
\boxminus> (member '(1 2)
    '((2 3) (1 2))
    :test #'equal)
    ((1 2))
```



## Array Example

```
\square> (setf x (make-array 3
                                :initial-element 0))
    #(0 0 0)
घ> (setf (aref x 1) 1)
    1
|> (setf (aref x 2) 2)
    2
\square> x
    #(0 1 2
```


## Structures

Special kind of vector
$\square$ When you define a structure, Lisp does a lot of work (codegeneration) for you.
$\square$ Definea structure with

- (defstruct structurenamemerber ...)
$\Delta$ Zero or more merbers areeither an atomgiving the merber name, or a list containing the merber nameand a default initializer
-Useequalp to compare structures


## Buy One, Get Many Fre

Defining a structuregives you the following functions.
$\Delta$ (makestructure)

- Creation
$\Delta$ (structuremenber)
- Access
$\Delta$ (structurep)
- Typechecking



## Structures Example

घ> (defstruct rectangle length (width length))
RECTANGLE
■> (make-rectangle :length 3) \#S(RECTANGLE LENGTH 3 WIDTH 3)

## Structures Example II

```
v> (setf x (make-rectangle
    :length 3))
    #S(RECTANGLE LENGTH 3 WIDTH 3)
|> (rectangle-p x)
    (#<STRUCTURE-CLASS RECTANGLE...
|> (rectangle-p nil)
    NIL
\square> (rectangle-p 5)
    NIL
```


## Input/ Output

## Several steps.

$\Delta$ Create pathname--(makepathname:namename)
$\Delta$ Create stream- (open pathname: direction :input)
$\Delta$ Do I/ O- (read-linestremminput-string)
$\Delta$ Closestream(dose stream)
$\square \mathrm{Or}$ :
$\Delta$ Create pathnare
$\Delta$ Use(with-oper-file)

## Structures Example III

घ> (rectangle-length x) 3

## Input/ Output

open and with-open-file take arguments to control streamtype
$\Delta$ :direction [:input| :output]
$\square>$ (with-oper-file (in-stream(makepathname :namehello.txt) :direction :input)
(format t "~A~\%" (read in-stream)))
$\square$ For more information, refer to Chapter \#7 of Grahamor stop by my or Jin's office hours.


## Iteration: Do

$\square$ do
$\Delta$ (do (Variable initial-binding updateexpression) (Variable initial-binding ...) ...) ;Variables ((ending-predicate) return-value) ;Returns (expression) ...
)
Also do* (evaluates bindings in order each time)


## Conditionals

$\square$ (cond ((predicate) (expressions)) ((predicate) (expressions)) ... )
Powerful! Replaces if then dse if then dse...
$\boxminus>$ (cond ((and t nil) 'Nope)
((or nil nil) 'Still-nope)
( (or 13 (/ 1 0)) 'Ah-ha!)
(t 'Default)
)
$\square$ AH-HA

## A NoteOn Scope

let, defun both create a new lexical context Scope!
$\square$ Local variables overideglobals, just like in C $\square$ Just something to be aware of...


