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## Items FromLast Timel

$\square(c d r$ nil)
A Returnsnil
$\square$ Unlimited arguments?
$\Delta$ \&rest
$\Delta$ Well talk about this next weak


## Items FromLast Timelll - '

$\square$ Thefollowing characters cannot appear in symbols:
$\Delta() ; " ', \#$
So, '*hi* is valid:
■> (listp '*hi*)
NIL
$>$

Kenneth W. Flynn (1-6)

## Recursion, Briefly

Frequently we'll write recursive Lisp functions
$\square$ Recursive functions should have
$\triangle$ Basis case (at lemst one)
$\Delta$ Recursivecase
$\square$ Don't forget terminating condition

## HowTo Run Lisp

Under UNIX
$\Delta \mathrm{kd}$, gd
$\Delta$ Specify in homework which used
$\Delta$ :q if you make an error
$\Delta$ © to exit
$\square$ Under Win '95
$\Delta$ Goto http:/ / umw.franz.com/ dload/ dload.htm
$\Delta$ Select Allegro CL Litefor Windows

## How To WriteLisp

Usea text editor with paren matching!
$\Delta \mathrm{vi}$

- :se sm
$\triangle$ emacs
$\Delta$ Others?
$\square$ Load code into Lisp and then try it...


## Output With format

Output is done with the format cormand (format destination format-string args...)
$\square$ Destination is "t" for the console
$\square$ Format string is similar to C's printf function
$\square$ Usually returns nil, but we don't care!

## format Examples I

ப>(format $t$ "~\%Hello World.~\%") Hello World.

NIL
घ> (format $t$ "~\%Two plus two is ~A.~\%" (+ 2 2))
Two plus two is 4.
NIL


## read and read-line Examples

|> (read)2
|> (read)2
2
ப> (read) Hello
HELLO
घ> (read-line) Hello World
"Hello World"
T

## read and read-line

## read

$\Delta$ "Incredibly powerful" says the text.
$\Delta$ Reads input and parses into Lisp objects
read-line
$\Delta$ Reads up to a newline puts input into string
$\Delta$ Prefered for reading fromconsole


## So Many Forms of Equality...

For numbers, you have (= args...)

```
\Delta>(=1 11)
    t
```

$\square$ For others you have eq, eql, equal, equalp
$\Delta$ eq: Implementationly identical (rarely used)
$\Delta$ eql: Logically identical (what we werethinking)
$\Delta$ equal: Object identical (liss)
Stick with equal (moreinfo on Stede 103-110)


## let

$\square$ Introduces new local variables
$\square$ Form(let VariableBindingsList Expressions*)
$\Delta$ VariableBindingsList is a list of pairs of variables and expressions to set themequal to. These are your newlocal variables
$\Delta$ Impliat progn
$\quad$ Lists
$\square$ Lisp lists
$\square$ List construction functions
$\square$ Access (reviev)
$\square$ Mapping functions
$\square$ Sets, Sequences
$\square$ Dotted lists

## le Example

घ> (let ((x "Hello")
(y " World")
)
(format $t$ "~\%~A~A~\%" $x$ y) )
Hello World
NIL
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## Access (Review)

car and cdr (first and rest), first, second, third...
$\square$ nth returns nth car in the list
$\Delta>($ nth 2 '(1) 23 3))
3
$\square$ nthcdr returns the nth cdr in the list (confused?)
$\Delta>\left(\right.$ nthcdr 2 '(1 $23 \begin{array}{ll}1 & 4) \text { ) }\end{array}$
(3 4)
last returns the last cons in the list

- last returns the last cons in the list


## List Construction Functions

copy-list literally copies a list $\Delta$ (copy-list list)
$\square$ append copies the list argurments onto the beginning of the last list argument
$\Delta$ (append list1 list2 lis3)
$\Delta$ list -> list2 -> list3
Don't forget list and cons

## Mapping Functions

All about mapcar
$\square$ mapcar is used to apply a function to each element in oneor morelists
$\square$ mapcar's first argument is a function
Oneby one, thenth arguments of eech list are passed to the function

## lambda Functions (A rose without a name..)

Sometimes you create a function just to pass it to something like mapcar
$\square$ Instead of naming the function, you can createa function with no name - a lambda function
$\square$ Simply usethe spedial symbol lanbda instead of thefunction name
$\square$ \#'(lambda $(x y)(+x y))$ is our old friend the adder

## mapcar Examples

```
|> (mapcar #'+ '(1 2) '(1
2))
    (2 4)
\square> (mapcar #'(lambda (x y)
                (+ x y)
    )
    '(1 2)
    '(1 2)
        )
    (2 4)
```

$\qquad$

## member Examples I

```
\square> (member 2 '(1 2 3))
    (2 3)
\square> (member 3 '(\begin{array}{lll}{1}&{2}&{3}\end{array})
            :key #'(lambda (x)
                                (+ x 1)
                        )
        )
    (2 3)
```



## menber

(menber object list) returns a cons begining with object if present
member takes several keyword arguments
Keyword arguments are of the form :keyword key-value
$\square$ :test equilvalancefunction
$\square$ :key function-to-be-applied-first
1 Order is irrelevant

## Dotted Lists

Proper list refers to a list in which every cdr points to another cons (or nil)
Dotted list refers to the case when this is not true
(1.2)



## Arrays

Creation
$\Delta$ makearray

- 1 required argument - list of dimensions or integer
- :initial-dement initializes array

Retrieval
$\Delta$ aref

- Returns reference to dement


## Whew!

$\square$ We've covered a lot today!
$\square$ For next week
$\Delta$ Read Chapters 3 and 4 in Graham
$\Delta$ Start Homework \#1 (Due9/ 14. New due date!)
$\square$ On the next exciting episode
$\triangle$ Structures
$\Delta$ Control Flow
$\Delta$ Gory function details

