## Programming in Lisp

Lecture\#1


## Welcome

- Programming in Lisp
a CourseNumber CSCl 2210-01
$\Delta$ Class Meetings
- Sage 3303
-Aug. 24-Oct. 14
-Wednesdays, 4-6 pm


## Texts

- Ansi Common Lisp by Paul Graham Prentice Hall, 1996
$\triangle$ ISBN 0-13-370875-6
$\triangle$ Required
- Lisp by Guy L Steele
$\triangle$ Optional



## Grading

- Two schemes..

| Item | Weights | Altenative <br> Weights |
| :--- | :---: | :---: |
| Halfway Quiz | $15 \%$ | $15 \%$ |
| Final Exam | $15 \%$ | - |
| Class Participation | $25 \%$ | $25 \%$ |
| Homevork \#1 | $15 \%$ | $20 \%$ |
| Homevork \#2 | $15 \%$ | $20 \%$ |
| Homevork \#3 | $15 \%$ | $20 \%$ |

Kenneth Flynn (1-6)
09/08/98

## Course Poliaies (l)

- Homework
$\Delta$ Dueat 11:59:59 on date given in syllabus and on assignment
$\Delta$ Latehomework is penalized 10\% for each RPI dass day late Extensions may berequested until noon of the datedue
$\Delta$ Students may work in teams of 2. Both students will receivethe samegrade


## Course Policies (II)

## - Exams

$\triangle$ May cover material fromlectures or readings
$\Delta$ Timeconflids should seemeASAP


## Atomb\&Lists

- Atoms
$\Delta$ A singleelement of a particular data type
- Lists
a Lists may contain atoms or other lists
$\Delta$ Endosed in parens "(atomatomatomlist)"
a We'll talk moreabout lists later, and a lot more next wedk


## Atoms \&Lists Examples

$\square$ Atoms
$\triangle 1$

- 3.3
$\triangle$ WUMPUS
- Lists (LISp)
$\Delta$ (123)
$\triangle$ (1 3 FIVE)
$\Delta$ (A UST (A NESTED LST))

| Expressions <br> - Syntatic Structure <br> - (Operator Argurment Argument ...) <br> - That's 0 or moreargurments <br> - Expressions are lists! (Ponde this a moment!) |
| :---: |

## Evaluation

- Evaluation (What happens when you press enter) happens in two steps.
$\Delta$ The arguments are eval uated, left to right
- Call by value occurs for thegiven operator (function)
- This is the Evaluation Rulefor Common Lisp


## Expression Examples

## $>$ (*)

1
$>$ (* 1 )
1
$>$ (* 2)
2
$>$ (* 2 2)
4
$>$ (* 123 )
6

## Evaluation Example

- > ( (* 4 6) 3)
- / is theoperator, skip this
- (* 4 6) is the first argument, let's evaluate
$\square *$ is theoperator, skip this
- 4 is the first argument, it evaluates to itsedf
$\square 6$ is the second argument, it evaluates to itself
$\square$ * is now called with the arguments 4 and 6
- (*46) is replaced by 24

| Evaluation Example II ```- Wecurrently have: (/ 24 8) - The second argurrent to / is 8 , it evaluates to itselfNone``` |
| :---: |

## More Expression Examples

| $>$ ( $\left.\left.{ }^{*} 46\right) 3\right)$ |
| :--- |
| 8 |
| $>$ (quote hello) |
| HELO |
| $>$ 'hello |
| HELO |

## TheQuoteOperator

- Theseare equivalent
$\Delta$ (quoteHello)
- 'Hello
- Special Operator
- Disobeys the Evaluation Rule
- Quotesays "Don't evaluatemy argument"


## list <br> list

- Another operator
- This one builds lists
$->$ (list 12 3)
(1 23 )
$\bullet>($ list $1(+1$ 1) 3$)$ (1 23 )
$->$ (list 'Tada (+11) 3) (TADA 2 3)


## QuoteExamples

$>$ (quotehello)
HELO
$>$ 'hello
HELO
$>$ helo
;"Error: Unbound variable H НО O in \#<function 1 \#x810FC0>

## Symbols

- When Lisp returns something like: > 'ARTICHOKE ARTICHOKE

This is a symbol

- We'll talk moreabout symbols later, but for now...
- Symbols are names for other things. One role they fill is that of variables.


## TheStory So Far...

- Atoms
- Lists
- Expressions
- Evaluation (The Evaluation Rule)
- Symbols
-'
- $\qquad$

list II

- These do the samething:
$\Delta$ (list 12 3)
$\Delta^{\prime}$ (123)

|  |
| :---: |

## Predicates: listp

- listp

A Is the argument a list?

- > (lisp 'Beauty)

NIL
$\Delta>$ (list ' (No Lee)
T

## Is There No Truth in Beauty?

- Lisp has the concept of Boolean values
- The value "True" is represented by t
$\square>t$
T
- The value "False" is represented by nil $\Delta$ This is a second use for nil
- Functions that determine truth are called predicates



## "if", "and", "or", but no "but"s

- These statements begin to allow for logic in your programs
- if is thesimplest form of flow control (which is somewhat different than in iterative languages)



## and/ or

$\square$ and
a Macro
a Returns trueif all arguments aretrue
A Lazy evaluation (stops at first false argument)
$\sqcup$ or
a Macro
$\Delta$ Returnstrueif any argument true
a Lazy evalution (stops at first true argument)

## Function Examples

$\bullet>(d e f u n$ adder ( $x$ y)
(+ x y)
)
$\bullet>($ adder 32$)$
5
$\sqcup>($ adder 1.0 3.5)
4.5


## Functions (defun)

- Createnewfunctions with defun.
- Syntax: (defun function-name (parameter-list) (expressions))
- Macro
- Functions make up themajority of functionality provided


## Review

- Atoms, Lists, Expressions, Evaluation (The Evaluation Rule), Symbols, '
- Predicates (listp, null, not, and, or)
- Macros (conceptually)
- Functions (pratically)
- This class was an introduction of a lot of concepts. Fromnow on, we'll be more focused.


## On theNext Exciting Episodel

- Input and Output
- Variables (or not...)
- Lisp Data Structures. lists and arrays


## For Next Weak...

- Read Chapter \#2 in Graham
$\Delta$ We didn't cover everything in Chapter \#2
- Somewewill do next wed
- Somewewill comeback to


## Operations on Lists

Lots of this next wed, but for now.

- car returns thefirst element
- cdr returns a list containing everything except thefirst element
>(Car '(123))
1
$>$ ( (dr ' $\left.{ }^{1} \begin{array}{ll}1 & 3\end{array}\right)$ )
(23)
$>$


## Operations on Lists II

- cons builds a list. It takes the first argument and attachs it to the beginning of the second argument:
$>$ (Cons 1'(23))
(123)
$>$ (first '(123))
1
$>$ (second '(12 23 ))
2

